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ABSTRACT

One of the main areas of great potential in the interface of operations research and
computer science is in inductive inference. Inductive inference refers to the extraction
of a pattern from observations which belong 1o different classes. This is the essence
of building many intelligent systems with learning capabilities. In this paper we
discuss a logical analysis approach 1o this problem. Given are sets of binary vectors.
The main problem is how to extract a Boolean function, in CNF or DNF form, with
as few clauses (conjunctions or disjunctions) as possible. Therefore, this is an
optimization problem. We present a number of theoretical results and also some
possible extensions.

1 INTRODUCTION

A common problem in many scientific and engineering applications is the
identification of the characteristics or combination of characteristics which can explain
the occurrence of some desirable or undesirable effects. Traditionally, such
challenges are examined by statistical and/or artificial intelligence procedures. Among
‘1.16 specific procedures used are: clustering, factor analysis, discriminant analysis,
linear regression, decision trees, and neural networks. All this kind of approaches,
l}OWever, are limited because they rely on some assumptions which are probabilistic
n nature (e.g., regarding the existence of a statistical distribution on the data) or
geometric in nature (e.g., the existence of separating hyperplanes in some related
Euclidean space) [Boros et al., 1994]. These assumptions may severely limit the
applicability of the above methods on some real life data.
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Moreover, very often the output of these procedures is difficult to be interpreted by
field experts. For instance, medical doctors may feel uncomfortable in accepting
diagnoses made by a neural network. This situation is increasingly recognized lately
and some hybrid systems try to combine rule based systems with neural network
techniques [Fu, 1991]. Such hybrid systems produce a set of logical rules which in
turn can be used for the classification of new observations. However, the results ares
not encouraging because some recent research [Shavlik, 1994] shows that the number
of rules generated in this manner can be exponentially large.

2 THE LOGICAL ANALYSIS APPROACH

Logical analysis can be used to extract a set of logical rules (decision rules) which
describe patterns of classes of observations. The central hypothesis of using logical
analysis [Boros et al., 1994] is that many phenomena are governed by logical decision
rules. Thus, logical analysis aims at discovering these rules. Logical analysis
attempts to capture the cause-effect relationships contained in a data set.

In a typical problem available are collections of examples. Each example is described
in terms of a finite set of attributes (also called atoms, variables, characteristics,
parameters, or factors). These examples are classified into a finite set of mutually
exclusive and exhaustive classes (usually only two classes are considered). Then, the
problem is to extract a set of logical rules which describe the patterns implied by these
data. The main steps required when applying this kind of data analysis are as follows:

. Definition of the relevant characteristics (i.e., parameters or attributes or
factors).
. Extraction of the patterns (i.e., the logical decision rules) which can explain

the observations in the various classes.
The above concepts are best described in the following illustrative example.

Suppose that the functioning behavior of a system depends on the values of the five
Boolean variables: 4,, A, 4, A, and A;. That is, each such parameter takes on 2
value which is either true (denoted by 1) or false (denoted by 0). Suppose that the
following observations in the set E* describe some examples in which the system was
functioning correctly, while the observations in the set E~ describe some examples 1N
which the system was malfunctioning:



Inferring Boolean Functions 219

01000
01111
00101
01001 10011
10100 00011
11100 10110
E'=/11000] E =|00001
10010 11011
01101 11001
00110 | 0000 0|
11110
10101
11101 |

For instance, the first example in E* (i.e., (010001011 1}) implies that when the
values of (4, A ,43 A, and Ag are equal to (FALSE, TRUE, FALSE, FALSE,
FALSE), respectively, (or equivalently, the values of (A, Z; A, A, and ,—4';) are equal
to (TRUE, FALSE, TRUE, TRUE, TRUE), respectively), then the system functions
correctly (because this example belongs to E*). The main problem is to use these two
classes of observations (or examples of behavior) and describe the conditions on the
values of the attributes which cause these examples to belong to either one of these
two classes (sets with observations).

Next, consider the following Boolean function defined on the previous five Boolean
parameters (or their negations) given in CNF form:

(A, Va Va)A(&VaVaVa)A (a, VaVa,.

It can be easily verified that the above expression satisfies the requirements of the
previous examples. That is, each positive example makes each conjunction to have
true value. Furthermore, each negative example is rejected by at least one of the
conjunctions. In other words, the previous Boolean function returns true value for
each one of the positive examples, while it returns false value for each one of the
negative examples.

Given the previous E* and E™ data, then a new and unclassified example is a positive

example (i.e., describes a correct behavior of the system under consideration) if all

the previous three rules are satisfied. Otherwise, the example will be classified as a

negative one. For the above reasons the terms "Boolean function” and "logical
‘ decision rules" will be used in this paper to mean the same concept.
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3. LITERATURE REVIEW

The extraction of a set of logical decision rules from collections of classified data is
a type of learning from examples. Complexity issues of this type of learning can be
found in [Valiant, 1984 and 1985}, [Kearns er al., 1987], and [Pitt and Valiant, 1988].
A considerable amount of related research is today known as the PAC (Probably
Approximately Correct) learning theory (see, for instance, [Angluin, 1988] and
[Haussler and Warmuth, 1993]). Since the very early days it was recognized that the
problem of inferring a Boolean function with a specified pumber of clauses is NP-
complete (see, for instance, [Brayton et al., 1985] and [Gimpel, 1965]).

A learning algorithm is a computational procedure which takes a random sample of
positive and negative examples of the target concept ¢ and returns a hypothesis 2. In
the literature a learning algorithm A is a PAC algorithm if for all positive numbers €
and & (where: 1 > €,0 > 0), when A runs and accesses unclassified examples, then
it eventually halts and outputs a concept h with probability at least 1 - & and error at
most € [Angluin, 1992). A related issue is the one of properly PAC learnable
concepts. This occurs when the concept ¢ and the hypothesis & are assumed to belong
to the same spaces of concepts [Haussler and Warmuth, 1993].

Conjunctive concepts are properly PAC Jearnable [Valiant, 1984]. However, the class
of concepts in the form of the disjunction of two conjunctions is not properly PAC
learnable [Pitt and Valiant, 1988]. The same is also true for the class of existential
conjunctive concepts on structural instance spaces with two objects [Haussler, 19891.
The classes of k-DNF, k-CNF, and k-decision lists are properly PAC learnable for
each fixed k [Kearns et al., 1987], but it is unknown whether the classes of all DNF,
or CNF functions are PAC learnable [Haussler and Warmuth, 1993] and [Goldman,
1990]. Note that the present paper deals with Boolean functions in CNF or DNF
form. Therefore, the learning algorithms described later in this paper are not known .
whether they are PAC learnable. Also, in [Mansour, 1992] an nOteelee) algorithm is
given for learning DNF formulas (however, not of minimal size) under a uniform
distribution using membership queries.

There are many reasons why one may be interested in inferring a Boolean function
with the minimum (or near minimum) number of terms. In a circuit design
environment, a minimum size Boolean representation is the prerequisite for 2
successful VLSI application. Ina learning from examples environment, one may be
interested in deriving a compact set of decision rules which satisfy the requirements
of the input examples [Hammer and Kogan, 1992]. Too many rules may increase the
chances for errors. When, for instance, one wishes to use the rules to control the
safety of a structure, then a small number of rules will also require a small number of
sensors. In medical diagnosis one may wish to derive a small set of rules, because 100
many rules are difficult to be verified and validated. These are the main reasons wWhy
we take an optimization approach in dealing with the problem of inferring a small
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pumber of logical decision rules (i.e., a compact Boolean function).

In [Triantaphyllou, Soyster, and Kumara, 1994] the problem of inferring a set of
Jogical clauses is examined. In that work a rather small set of clauses (not necessarily
of minimat size) is determined. That approach is based on a branch-and-bound (B&B)
algorithm. That B&B algorithm was later significantly enhanced and improved in
[Triantaphyllou, 1994].

There is another clause inference approach which can be used to determine a minimal
size set of logical clauses. This method, denoted as SAT (for satisfiability), has been
proposed in [Kamath er al., 1992]. Then a clause satisfiability model is formed as
follows. Let M, and M, be the numbers of examples in the E* and E™ sets,
respectively. In [Kamath er al., 1992] it is shown that given two collections of
positive and negative examples (called the ON-set and OFF-set, respectively) then,
then a DNF system can be inferred to satisfy the requirements of these examples.
This is achieved by formulating a satisfiability problem and then using the interior
point method developed by Karmakar and his associates [1992] to solve it. This
approach pre-assumes the value of k; the number of conjunctions in the DNF system.
The SAT problem uses the following Boolean variables (Kamath et al. [12]):

if A, is in the j-th conjunction

if A, is not in the j-th conjunction

if Xi is in the j-th conjunction

if Xi is not in the j-th conjunction

if A, =1 in the positive example Q€EE"

if A, = 0 in the positive example oeE"

if the positive example o is accepted by the j-th co

otherwise
Then, the clauses of this SAT problem are as follows:

/ (O
Sji\/ Siis for 1 =1, ..., n,

1
and j =1, ..., k, M
(V s’ yVv(V s5,, for j=1, ..., k,
iep, J1 iegr 77 2)
and r = 1, , M
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V z§, for a=1, ..., M, . G)

ogfi\/z“;.’, for i=1,...,n, j=1,...,k,
and =1, ..., M “)

where P, is the set of indices of A for which A; = 1 in the negative example r € E~.
Similarly, P, is the set of indices of A for which 4; = O in the negative example r e
E-.

Clauses of type (1) ensure that never both A4, and A; will appear in any conjunction.
Clauses of type (2) ensure that each negative example is rejected by all conjunctions.
Clauses of type (3) ensure that each positive example is accepted by at least one
conjunction. Finally, clauses of type (4) ensure that zf = 1 if and only if the positive
example « is accepted by the j-th conjunction. In general, this SAT problem has
k(n(M, + 1) + M,) + M, clauses, and k(2n + M,) Boolean variables. A detailed
example on this formulation can be found in [Kamath ef al., 1992].

If the above clause satisfiability problem is feasible, then the conclusion is that it is
possible to correctly classify all the examples with k or fewer clauses. If this SAT
problem is infeasible, then one must increase k until feasibility is reached. In this
manner, the SAT approach can yield a system with the minimum number of clauses.
It is very important one to observe at this point that computationally it is much harder
to prove that a given SAT problem is infeasible than it is feasible. Therefore, trying
to determine a minimum size Boolean function by using the SAT approach may be
computationally too difficult.

It should also be emphasized here that it is not very critical whether an inference
algorithm determines a CNF or DNF system (i.e., CNF or DNF Boolean function).
By applying theorem 1 (described later in section 4.1), either a CNF or DNF system
can be derived by using any algorithm. Also, some computational results indicate that
the B&B approach proposed by the first author in [Triantaphyliou, 1994] is much
more efficient than the previous satisfiability based approach.

The SAT results were derived by using a VAX 8700 computer running the 10-th
Edition UNIX. The code for the SAT tests was written in FORTRAN and in C. The
SAT results were originally reported in Kamath er al. [1992]. The OCAT results
were derived by using an IBM 3090-600S computer running X4/VM and the code wa$
written in FORTRAN. On the average, in those tests the OCAT/B&B approach was
5,579 times faster [Triantaphyllou, 1994]. However, it should be stated at this point
that the IBM3090-600S machine is, in general, 4-5 times faster than the VAX 8700
computer used in the SAT tests. Thus, due to the different hardware/softwaré
platforms and the limited number of test problems, the current results can convey only
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a flavor on the relative performance of the two methods, and by no means should be
considered as a direct comparison of the two approaches.

A related problem is to study the construction of a partially defined Boolean function
(or pdBYf), given disjoint sets of positive and negative examples [Boros ef al., 1994].
That is, now it is required that the atoms of the function be grouped according to a
given scheme (called a decomposition structure). The problem then is to determine
whether a given pdBf has an extension when a specific decomposition structure is
considered. Typically, a pdBf may have exponentially many different extensions. In
[Boros et al., 1994] computational and existence issues of this type of problem are
examined for many different cases. Note that very often (i.e., depending on the case)
these problems are NP-complete. In that treatment Boolean functions were not
attempted to be represented by a minimum size CNF or DNF expression (as is the
case in this paper).

Other approaches dealing with this type of learning is to use neural networks.
However, although a neural network approach may yield encouraging results, it fails
to extract the underlying logic in the form of a set of decision rules (i.e., a Boolean
function). Some recent efforts have been successful in combining symbolic
approaches to neural networks and thus generate rules (Fu, 1994]. However, they are
impractical since they may generaie an exponential number of rules [Shavlik, 1994].
As result of this, field experts hesitate to use neural network approaches because they
do not understand the decision-making process and thus feel uncomfortable.

Mangasarian and his associates [1991] did some considerable work in using linear
programming in solving similar classification problems. That approach constructs a
family of pairs of separating hyper-planes. Then, new instances are classified by
examining where they belong in relation to these planes. They applied their approach
in diagnosing breast cancer and also in diagnosing beart disorders. The proposed
logical analysis approach, however, besides the promising computational results, it
also provides a set of decision rules which can be easily understood by medical
doctors. As result, it has the potential to become accepted anywhere other methods
have failed to gain the trust of the end users.

4 CURRENT RESEARCH RESULTS

4.1 Some Definitions and Terminology

Ijet {4, A, A, .... A} beasetof 1 Boolean predicates or atoms. Each atom A,
(i=1,2,3,...,n) can be either true (denoted by 1) or false (denoted by 0). Let Fbea
Boolean function over these atoms. That is, F is a mapping from {0,1}' - {0,1} which
determines for each combination of truth values of the arguments A,, A, Az ..o A, of
F, whether F is true or false (denoted as 1 or 0, respectively). For each Boolean
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function F, the positive examples are the vectors v € {0,1,}’ such that F(v) = 1 (i.e.,
they are accepted by F). Similarly, the negative examples are the vectors v € {0,1,}'
such that F(v) = 0 (i.e., they are rejected by F).

In the previous paragraph a Boolean function F is assumed to be of any form.
However, in propositional calculus it is convenient to represent Boolean functions
using the conjunctive normal form (CNF) or the disjunctive normal form (DNF). See,
for instance, [Blair er al., 1985], [Cavalier ez al., 1990], [Hooker, 1988a and 1988b],
{Jeroslow, 1988 and 1989], and [Williams, 1986]. Peysakh in [1987] describes an
algorithm for converting any Boolean expression into CNF. In this paper a set of
positive examples will be denoted as E*. Similarly, a set of negative examples will
be denoted as E™.

Next, define the general form of a CNF and DNF system as (I) and (II), respectively.
That is:

k
AV ay, W)

j=1 iepj
k
and V(A ay, a1
j=1 iEpj

where a, is either 4, or 4, and g, is the superset of the indices of the atoms in the j-th
conjunction or disjunction. Furthermore, V is defined as the complement of example
v. For instance, if v = [1,0,0], then ¥ = [0,1,1]. The following definition introduces
the concept of the complement of a set of examples. Let E be a collection of
examples (either positive or negative). Then, E is defined as the complement of the
collection E.

The following theorem (proved in [Triantaphyllou and Soyster, 1995a]) states an
important property which exists when CNF and DNF systems are inferred from
collections of positive and negative examples. It is important to observe here that this
theorem is independent of the algorithm used to infer a Boolean expression from
positive and negative examples.

Theorem 1: Let E* and E- be the sets of positive and negative examples,
respectively. A CNF system given as (I) satisfies the constraints of the E* and E~ selS

if and only if the DNF system given as (II) satisfies the constraints of E- (consideré‘d
as the positive examples) and E* (considered as the negative examples).

4.2 The One Clause At a Time Approach

In [Triantaphyllou, Soyster, and Kumara, 1994] an algorithm which infers CNF
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systems from positive and negative examples is developed. In that approach, CNF
clauses are generated in a way which attempts to minimize the number of CNF clauses
that constitute the recommended CNF system. In this way, a compact CNF system
can be derived. The strategy followed there is called the One Clause At a Time
approach.

The One Clause At a Time (or OCAT) approach is greedy in nature. It uses as input
data two collections of positive and negative examples. It determines a set of CNF
clauses that, when taken together, rejects all the negative examples and accepts all the
positive examples. The OCAT approach is sequential. In the first iteration it
determines a single clause (conjunction) which accepts all the positive examples in the
E* set while it rejects as many negative examples in E™ as possible. This is the greedy
aspect of the approach. In the second iteration it performs the same task using the
original E* set but the revised E™ set has only those negative examples which have not
been rejected by any clause (i.e., the first clause) so far. The iterations continue until
a set of clauses is constructed which reject all the negative examples in the original E~
set. More on this approach can be found in [Triantaphyllou, Soyster, and Kumara,
1994] and [Triantaphyllou, 1994]. Figure 1 summarizes the iterative nature of the
OCAT approach. It is interesting to observe here that the LP approach proposed by
Mangasarian and his associates [1991] also uses a greedy approach in the way the
hyper-planes are determined.

The core of the OCAT approach is step 2, in figure 1. In [Triantaphyllou, Soyster,
and Kumara, 1994] a branch-and-bound based algorithm is presented which solves the
problem posed in step 2. That algorithm was later significantly enhanced and
improved in [Triantaphyllou, 1994]. The OCAT approach returns the set of desired
clauses (i.e., the CNF or DNF system) as set C.

A related problem was examined in [Turksen and Zhao, 1993]. In that development
it is shown that Quinlan's ID3 algorithm [Quinlan, 1979] is equivalent with the result
of applying a Boolean simplification treatment on the rules generated by ID3. Thus,
the authors propose a scheme which first derives a set of rules by using the 1D3
algorithm, and then this set is simplified (fewer logical clauses are derived) by
applying a Boolean simplification procedure. Some experiments contacted by the
authors of this paper compared the OCAT approach with the ID3 algorithm in terms
9f the number of CNF clauses derived. It was shown that the OCAT approach, when
it was combined with the heuristic described in [Deshpande and Triantaphyllou, 1996]
Created by far much less clauses. The logic inference procedures developed by
Triantaphyllou and his associates directly aim at deriving a small number of clauses
from collections of positive and negative examples.

The procedure proposed by Turksen and Zhao applies a two step approach: In the first
Step a system is induced by using the ID3 algorithm and in the second step that system
18 reduced to an equivalent system with (hopefully) fewer terms. That is, the result
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of the Turksen/Zhao approach may be drastically dependent by the outcome of the ID3
algorithm.  However, no experiment results are available to” compare the
Turksen/Zhao approach with the OCAT approach.

4.3 The Rejectability Graph of Two Collections of Examples

This section presents the motivation and definition of a special graph which can be
easily derived from positive and negative examples. The concept of this graph was
originally developed in [Triantaphyllou and Soyster, 1994].

i=0;C=¢;
DO WHILE (E~ # ¢)
Step 1: i - i + 1; /* i stands for the i-th clause */
Step 2: Find a clause ¢; which accepts all members of E*
while it rejects as many members of E~ as possible;
Step 3: Let E~(c;) be the set of members of E~ which are rejected by ¢;;
Step4:let C-Cuc;;
Step S: Let E- < E~ - E™ (¢c);
REPEAT;

Figure 1. The One Clause At a Time (OCAT) Approach.

To see the motivation for introducing this graph consider a situation with # = 5 atoms.
Suppose that the vector v, = [1,0,1,0,1] is a positive example while the two vectors
v, = [1,0,1,1,1] and v, = [1,1,1,0,1] are negative examples. If A, denotes the
negation of the atom 4;, then the positive example v, indicates that 4,, 4, 4,, A4, and
A; are true (or equivalently, A, 4,, A,, A, and A4, are false in this exarnple). Similar
interpretations can easily be derived for the remaining two examples v, and v;.

Let the set T(v) denote the set of the atoms that are true in the example (either positive
or negative) v (where v € {1,0,}, and ¢ is the number of atoms). When this
definition of the T(v) set is applied on the previous three examples v,, v,, and v;, then
the following sets are derived: _ —
T(v)) = T([1,0,1,0,11) = {4,, 4, A, 4, 45}
I(v) = T([1,0,1,1,1]) = {4, 4, A, A, A}
T(v) = T([1,1,1,0,1]) = {4,, 4, A4, &, As}.
Consider a single CNF clause (conjunction), denoted as C, of the form

N

(where a is either A, or 4, for some N < #): \/ a;. Then, the clause C accepts
i=1

an example v (i.e., v is a positive example of C) if and only if any of the atoms in the



Inferring Boolean Functions 227

N

set T(v) is one of the atoms involved in the expression V a,;. Otherwise, the
i=1

example v is not accepted (i.e., v is a negative example of C). For instance, if the

clause C is defined as: C = (4,V 4,), then the examples v, and v, are accepted by

C, while the example v, is not accepted.

Using the previous three sets 7(v,), T(v,), and 7(v;) and the notion of acceptance it can
be easily verified that there is no single CNF clause which can simultaneously reject
both the two negative examples v, and v;, while at the same time, it accepts the
positive example v,. This is true because any clause which simultaneously rejects the
two examples v, and v,, should not involve any of the atoms present in the union of
the two sets T(v,) and T(v;). But if none of the atoms of the set {4, A4,, A, A, A,
A, A} (= T(vy) u T(vy) is present in the clause, then it is impossible to accept the
positive example v, = [1,0,1,0,1].

Therefore, given the positive example v,, then the previous two negative examples
v, and v, cannot be rejected by any single CNF clause (conjunction) which also
accepts the positive example v,. In general, given a set of positive examples E”, then
two negative examples v, and v, are rejectable by a single CNF clause if and only if
the condition in the following theorem [Triantaphyllou and Soyster, 1996a] is
satisfied:

Theorem 2: Let E* be a set of positive examples and v, , v, are two negative
examples. Let T(v) be the set of the atoms that are true in the (either positive or
negative) example v. Then, the two examples v, and v, are rejectable by a single
clause which accepts all the positive examples in E* if and only if the following
condition is true:

T(v,) ¢ T(v,) v T(v,) for any positive example v, € E*.

Given two collections of positive and negative examples, denoted as E* and E7,
respectively, the above theorem motivates the construction of a graph G = (V, E) as
follows:

Vv={V,V, V..., VM2 }, where M, is the size of the E™ set, and

E = { (V, V) if and only if the i-th and the j-th examples in E~ are

rejectable by a single clause (subject to the examples in E7)}.

We call this graph the rejectability graph (or R-graph) of E* and E™. Since the’
previous theorem indicates that it is computationally very easy to examine whether
there is an edge between any two vertices of G, the rejectability graph G can be

constructed by performing M ,(M,-1) /2 simple rejectability examinations (where
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M, is the size of the E™ set).

4.4 Properties of the Rejectability Graph

The rejectability graph G of a set of positive and a set of negative examples has a
number of interesting properties. To illustrate these properties it is first necessary
to consider the following theorem [Triantaphyllou and Soyster, 1996a]:

Theorem 3: Suppose that the two sets E* and E~ are given and F is a family of K
negative examples from E~ (K < size of set E~) which are rejected by a single clause
subject to the positive examples in E*. Then, the vertices which correspond to the K
negative examples in the rejectability graph G, form a clique in G of size K.

Although the previous theorem states that any set of negative examples which is
rejected by a single clause corresponds to a clique in the rejectability graph, the
inverse is not always true. That is, not any clique in the rejectability graph
corresponds to a set of negative examples which are rejected by the same clause. In
[Triantaphyllou and Soyster, 1996a] the previous statement is demonstrated via a
counter-example.

4.4.1 On The Connected Components of The Rejectability Graph.

Another useful application of the rejectability graph G is based on the connected
components of the graph G. First, observe that any subset of negative examples in the
E~ set which is rejected by a single clause, subject to the examples in E*, corresponds
to a subset of vertices of the rejectability graph G which belong to the same connected
component of the graph G.

The previous property may become critical when the sets of positive and negative
examples are very large. In this case it is useful to first form the rejectability graph
G (which is computationally a simple task). Next, determine all the connected
components of the rejectability graph by applying an algorithm for finding the
connected components. Then, one may solve the smaller clause inference problems
which are formed by considering all the positive examples and the negative examples
which correspond to the vertices of the connected components in G.

In {Pardalos and Rentala, 1990] there is an excellent survey of algorithms which
determine the connected components of a graph. Once the connected components of
the rejectability graph G have been found, clauses which reject negative examples,
while they also accept all the positive examples, can be determined by considering
only one connected component at a time. This approach clearly takes advantage of
the connectivity structure of the G graph and provides the means for solving very large
clause inference problems.
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4.4.2 On The Minimum Clique Cover of The Rejectability Graph.

Consider two sets of negative and positive examples, denoted as E* and E-,
respectively. Suppose that C is a family of clauses which satisfy the constraints of the
set of positive examples E* and the set of negative examples E~. The following two
theorems were proved in [Triantaphyllou and Soyster, 1996a] and are very critical in
the sense that they establish lower bounds on the minimum number of clauses which
reject all the members in E~, while they accept all the members in E*. It is important
to observe that these theorems are independent of the inference algorithm used to
process the positive and negative examples.

Theorem 4: Suppose that E* and E~ are the sets of the positive and negative
examples, respectively. Then, C,,,, the minimum number of clauses which reject all
the examples in E~, while they accept all the examples in E”, * _has as a lower bound
w(G), the size of the maximum clique of the graph G. Where Gis the complement of
the rejectability graph G of E* and E~. Moreover, the following relation is always
true: C,;,, 2 w(G) = a(G), where a(G) is the stability number of the rejectability

graph G.

In Carraghan and Pardalos [1990] a survey of algorithms which find the maximum
clique in any graph is presented. They also present a very efficient algorithm which
uses a partial enumeration and outperforms any other known algorithm. In that
treatment random problems with 3,000 vertices and over one million edges were
solved in rather short times (less than one hour on an IBM ES/3090-900E computer).
In any graph G the chromatic number %(G) is always equal to the clique cover number
of G . e k(G)) Furthermore the followmg is always true:

Coin 2 K(B) = %(G) 2 w(©) = (G).
Therefore, the following theorem [Triantaphyllou and Soyster, 1996a] is true:

Theorem 5: Suppose that E* and E- are the sets of the positive and negative
examples, respectively. Then, C,,,, the minimum number of clauses which reject all
the examples in E~, while they accept all the examples in E*, has as a low bound
,r(G) the chromatic number of the graph G. Where G is the complement of the
rejectability graph G of E* and E—. Furthermore, this new bound is tighter than the
bound gzven in the previous theorem. That is, the following relation is always true:

w2 ,y(G) = k(G) > w(G) = a(G).

The previous theoretical results can be utilized to decompose large scale problems as
follows. First, the connected components of the rejectability graph are determined and
the Boolean function construction problem is solved within each connected component.
The second approach is also motivated by partitioning the vertices of the rejectability
graph into mutually disjoint sets. However, in this second approach, vertices are
subdivided via a sequential construction of cliques.
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First, the maximum clique of the rejectability graph is determined. The negative
examples which correspond to the vertices of the maximum clique, along with all the
positive examples, form the first sub-problem of this decomposition. Next, the
maximum clique of the remaining graph is derived. The second sub-problem is
formed by the negative examples which correspond to the vertices of the second clique
and all the positive examples. This process continues until all the negative examples
(or, equivalently, all the vertices in the rejectability graph) are considered.

We note that this sequence of cliques does not necessarily correspond to a minimum
clique cover of the rejectability graph. This procedure is simply a greedy approach
which approximates a minimum clique cover. Furthermore, it is possible that a single
sub-problem (in which all the vertices in the rejectability graph form a clique) may
yield more than one clause.

It should be noted at this point that the clique cover derived by using the above greedy
approach may not always correspond to a minimum clique cover. Therefore, the
number of cliques derived in that way, cannot be used as a lower bound on the number
of clauses derivable from positive and negative examples. Obviously, if the number
of cliques is equal to w(G), then the previous clique cover is minimal. However, even
if the previous cligue cover is not of minimum size, it can still be very useful as it can
lead to a decomposition of the original problem into a sequence of smaller problems.
Some computational results described in [Triantaphyllou and Soyster, 1996a] provide
some insight into the effectiveness of such a decomposition approach.

The two problem decomposition approaches described in this section can be combined
into one approach. One first decomposes the original problem in terms of its
connected components. Next, a clique cover, as described above, is derived for the
individual problems which correspond to the connected components of the rejectability
graph.

4.5 Clause Inference with Guided Input

The problem of inferring general CNF/DNF clauses with guided input was examined
in [Triantaphyllou and Soyster, 1996b]. Suppose that the user can supply the expert
with additional examples for correct classification. Then, the problem of inference with
guided input is how to generate the next example. One obvious approach is to generate
the next example randomly. However, this may result in generating many examples
and still not achieving a good approximation of the unknown system. It is obviously
desirable to consider a sequence of new examples which can lead to a good
approximation of the unknown system as quickly as possible.

When a new example is considered, it is given to the expert for the correct
classification. Two situations can occur. First, the current system (which 15
attempting to represent the unknown "hidden logic") classifies the new example 10 8
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manner identical with the expert (who always correctly classifies each example). In
the second case, the new example is classified in the opposite way by the expert and
the current system. If the current system is not yet a good apprdoximation of the
"hidden logic"”, then the last case is the most desirable scenario. This is true, because
in this case one can re-execute a clause inference algorithm (for instance, the OCAT
approach) again and, hopefully, derive a closer approximation of the unknown system.

If the current version of the Boolean function is an inaccurate approximation of the
"hidden logic" and one generates new examples which fail to reveal any
contradictions, then additional costs are incurred in classifying new examples, but
no improvement is gained. Clearly, it is desirable to use a strategy for determining
the next example, such that any possible contradiction between the current version of
the Boolean function and the "hidden logic" will surface early in the interviewing
process.

Next, consider two sets of positive and negative examples, E* and E~, defined on ¢
atoms. Let Sg,yp . denote a logic system (Boolean function) that correctly classifies
the sample data, i.e. the examples in E™ are classified as positive and the examples in
E~ are classified as negative (one such function can be obtained via the methods
described in [Kamath er al., 1992], [Triantaphyllou er al., 1994], and
[Triantaphyllou, 1994]). Also, define Sy;ppen as the "hidden logic" Boolean function
and Syppey as the complement of Syppey. The strategy proposed in [Triantaphyllou
and Soyster, 1996b] is based on the following theorem:

Theorem 5: Suppose that there exists an example ve{0,1} such that:
Ssampre(V) + Spsuupe(v) = 0 or: (5.q)
Ssampie) + Sksaupe(v) = 2. (5.b)
Furthermore, suppose that the example v is classified by the expert as either positive
or negative. Then, one and only one of the following situations is true:
a) If (5.a) holds and v is a positive example, then system Sp, IS not valid.
b) If (5.a) holds and v is a negative example, then system Sg suyp.r is N0t valid.
) If (5.b) holds and v is a positive example, then system Sg sz is not valid.
d) If (5.b) holds and v is a negative example, then system Sgup ; is not valid.

Therefore, the overall strategy, starting with two Boolean functions, is to attempt to
generate a sequence of new examples Vi), Vi Vissp ---» Yn» Where each example
is appropriately classified, as positive or negative, by the expert. Each additional
€xample should have the property that it invalidates either Sg,vpe OF Spsampres 1-€-
one of the two Boolean functions must be modified. In doing so, it is expected that
Ssampe and SrsampLe Decome more closely aligned with S jppeny 30d S ppen
Tespectively.

How does one find an example that invalidates either SguvpLe OF Sprsampie!
Conceptually it is quite simple. One strategy is to formulate and solve at most two
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clause satisfiability problems. The clause satisfiability problem has been examined
with considerable success [Hooker, 1988a and 1988b]. A recent development
reported in [Kamath er al., 1992] uses an interior point algorithm developed by
Karmakar and his associates [Karmakar, Resende, and Ramakrishnan, 1991] with
considerable success. Some problem preprocessing techniques can be found in
[Cavalier, Pardalos, and Soyster, 1990]). The interested reader may want to consult
with the recent developments reported in the Second DIAMACS Challenge on Cliques,
Coloring and Satisfiability [Trick and Johnson, 1995].

The two satisfiability problems for this problem are as follows: Determine an

example V  which results in a truth value TRUE for

S () A S—R_SAMPLE('\T), or: (6.3

S ) A 8 ) (6.b)

SAMPLE ( R-SAMPLE (

If (6.a) is TRUE (i.e., satisfied), then ¥ is evaluated as positive by both systems

(Boolean functions), and if (6.b) is TRUE, ¥ is evaluated as negative by both

systems. Observe that relations (6.a) and (6.b) are equivalent to relations (5.a) and
(5.b), respectively. If an example is found which satisfies either (6.a) or (6.b), then
one of the two functions is modified and the same process is repeated. Next, suppose
that no example can be found that satisfies (6.a) or (6.b). Does this mean that
Ssampie = Sumppeny 7 Unfortunately, the answer is no. In this case we revert to a
random search process.

A number of computer experiments was conducted in {Triantaphyllou and Soyster,
1996b] in order to investigate the effectiveness of the proposed strategy compared
with random input learning (that is, when new examples are generated randomly).
Those results are very encouraging because they suggest that a "hidden system” can
be inferred, on the average, with at most 50% of the data required with random input.
This guided learning approach was also applied on the Wisconsin breast cancer data
" base [Murphy and Aha, 1994] with remarkable success.

A recent development on inferring a small set of clauses from positive and negative
examples is reported in [Deshpande and Triantaphyllou, 1996]. In that approach the
main branch-and-bound algorithm of [Triantaphyllou, 1994] is combined with a very
fast and simple heuristic. ‘That heuristic uses a randomization approach for
performing a local search while forming a single clause at time (according to thf
OCAT philosophy). Computational experiments suggest that the new development i$
even more promising. Some random problems with 7,000 and 18,000 examples which
were defined on 15 Boolean attributes were solved in matter of a few hours on an IBM
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3090-600S computer. Before that work, the largest problem solved was up to 1,000
examples defined on 32 atoms.

The above idea of using randomization in a search algorithm has been explored
recently by other researchers as well. For instance, Feo and Resende in [1995] have
successfully used randomization (the GRASP approach) to solve clause satisfiability
(SAT) problems. Also, in a recent book Motwani and Raghavan [1995] provide a
comprehensive presentation of the theory on randomized algorithms. Randomization
also offers a natural and intuitive way for implementing parallelism in algorithms.

5 INFERENCE OF MONOTONE BOOLEAN
FUNCTIONS

The previous sections dealt with the case of inferring general Boolean functions (either
in CNF or DNF form). However, in many real life applications the behavior of a
system is monotone [Boros, Hammer and Hooker, 1994]. In a continuous
environment the previous statement means that the output of the system is consistent
with the magnitude of the data.

In [Boros, Hammer and Hooker, 1994] the problem of inferring monotone Boolean
functions is presented. In that treatment it is assumed that some observations are
available which describe the behavior of a monotone Boolean function. Each
observation is described by the values of some of the attributes (denoted by the vector
x), while an unknown number of other attributes (denoted as the vector y) has
undetermined values. The Boolean function may return one of a discrete set of values,
often different values for the inputs which correspond to the same x part (but to
different y parts). Next, some penalty coefficients are defined (in a geometric sense)
and the goal then is to determine a function which minimizes the sum of all these
penalties and also to be monotone.

Also note that in the previous treatment the problem of inquiring values of the function
for certain new inputs was not considered. Neither was considered the problem of
inferring a small size Boolean function. These are, however, the focus of the
developments discussed in the following sections. In the next paragraphs we give the
formal definitions for monotonicity and some key concepts.

Let «,BeE,, E, where denotes the set of all binary vectors of length n. Then, we say
that the vector « = (a,,a,,0,,...,0,) precedes the vector B = B,.BBs---.By
(denoted as: o < P) if and only if the following is true: o, <P, foralll< i <n A
Boolean function fx) is monotone if for any vectors «,BeE,, the relation fla) < fiP)
follows from the fact that & < B. Let M, be the set of all monotone Boolean functions
defined on n variables. A binary vector « of length n is said to be the upper zero of
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a function f(a)eM,, if ) = 0 and, for any vector B < ¢, we have fi) = 0.

A binary vector « of length 7 is said to be the lower uniz of a function Ro)eM,, if fa)
= 1 and, for any vector B from E, such that B < «, we get fip) = 1. We will also call
the above defined monotone Boolean function to be an increasing (isotone) monotone
Boolean function in contrast with a decreasing monotone Boolean function. A Boolean
function is decreasing (antitone) monotone, if for any vectors o,BeE,, the relation
fle) < fiB) follows from the fact that & > B [Rudeanu, 1974].

In terms of monotone Boolean function terminology note that the set of all upper zeros
represents the border elements of the negative pattern. In an analogous manner we
can also define the border of a positive pattern defined by using the lower units of the
function. In this manner any monotone Boolean function represents two "compact
patterns”. Please note that inferring the border elements of the positive and negative
patterns is equivalent to the problem of inferring the structure of the target monotone
Boolean function f from collections of positive and negative examples.

Some illustrative examples of monotone Boolean functions are: the constants 0 and
1, the identity function f(x) = x, the disjunction x, V x,, the conjunction x, A x,, etc.
Any function obtained by a composition of monotone Boolean functions is also
monotone. In other words, the class of all monotone Boolean functions is closed.
Moreover, the class of all monotone Boolean functions is one of the five maximal
(pre-complete) classes in the set of all Boolean functions. That is, there is no closed
class of Boolean functions, containing all monotone Boolean functions and distinct
from the class of monotone functions and the class of all Boolean functions. The
reduced disjunctive normal form (DNF) of any monotone Boolean function, distinct
of Oand 1, does not contain negations of variables. The set of functions {0, 1, (x,
V X)), (x; A x))} is a complete system (and moreover, a basis) in the class of all
monotone Boolean functions [Alekseev, 1988].

Let Y(n) be the number of monotone Boolean functions defined on r variables. Then,
it 1s known that;

n
¥ (n) = 2( ln/zJ) ot

where 0 < &(n) < c(logn)/n and c is a constant (see, for instance, [Kleitman, 1969],
and [Alekseev, 1988)).

r

Let a monotone Boolean function feM, be defined with the help of a certain operator
A, (also called an oracle). That is, when fis fed with a vector o = (a,,az,a3,...,an)'
the operator 4, returns the value of ). The problem posed here is that of finding all
upper and lower zeros of an arbitrary function feM, with the help of a certain number
of accesses to the operator A
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In the following paragraphs we state a very important theoretical result regarding the
inference of monotone Boolean functions. Let # = {F} be the set of all algorithms
which can solve the above monotone Boolean function inference problem and @(F, f)
be the number of accesses to the operator 4, required to completely infer a monotone
function feM,.

Next, the Shannon function @(#n) is introduced as foliows [Hansel, 1966]:

o(n) = min max ¢o(F, f) . @)
Fe¥  feM,

It was shown in [Hansel, 1966] that when inferring a monotone Boolean function the

following relation is true (also known as Hansel's lemma):

n n
@ (n) :(Ln/zJ) +(ln/2J+1J’ ®

where | n/2 | is the floor value of n/2.

It was shown in [Hansel, 1966] that restoration algorithms for monotone Boolean
functions, and which use Hansel's lemma, are optimal in terms of the Shannon
function. That is, they minimize the maximum input size requirements of any possible
restoration algorithm. Finally, we state another related theorem [Kovalerchuk ez al.,
1995]:

Theorem 6: Each general Boolean function can be described in terms of several
monotone Boolean functions.

6 SOME KEY PROBLEMS AND ALGORITHM
OUTLINES

FOR MONOTONE FUNCTIONS

PROBLEM 1:  The Main Inference Problem

The central problem is how to infer a monotone Boolean function by issuing a
sequence of membership inquires to an operator or "oracle”. The solution of this
Problem is presented in detail in [Kovalerchuk er al., 1996]. That approach uses the
Concept of Hansel chains and tries to identify border points of the previous "positive”
and "negative" patterns. These patterns, in turn, lead to the definition of the target
Mmonotone Boolean function in DNF form. That algorithm is optimal in the sense of
Cf)nditions (7) and (8), as explained in the previous section. There could be two
different scenarios with this problem: one with no initial examples, and another with
Some initial examples.

PROBLEM 2: Inference When Examples Have Different Costs
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The problem is similar to the fundamental problem presented in the previous
paragraph. However, now it is assumed that different examples may be associated
with different costs when one seeks to classify them by issuing a membership inquiry
to an "oracle”. In a related context, the user may somehow know the probability that
a given example will have true (or, equivalently, false) value.

The basic idea of the proposed algorithm is as follows. Suppose that the example ¢,
which needs to be classified by the "oracle" as part of the function restoration process,
is associated with a known cost of classification, denoted as C,. Moreover, suppose
that the user knows (or can easily determine) the classification values of two other
examples, say . and o, with costs C,., and C,*, respectively which satisfy the
following three conditions:

6 o < o < o (i.e., o is between them),

@ii) C, > (C. + C,*. Thatis, their combined costs are

lower than the cost of the target example «,
and (i) Aoy = fla).

In a case like the above, the value of f{e) can be inferred from the values of two other
examples at a lower cost than directly inquiring about the cost of the original target
example o.

7. CONCLUDING REMARKS

In this paper we presented a survey of some results in inferring a small set of CNF or
DNF clauses from positive and negative examples. A logical analysis approach was
proposed for this purpose. The advantage of using a logical analysis approach is that
the end result can be easily translated into a set of logical rules which can be more
understandable by domain experts.

The paper considered the case of dealing with general Boolean functions and also the
special case of dealing with monotone Boolean functions. For the case of general
Boolean functions, the paper discussed a number of heuristics for inferring a small set
of clauses and also some theoretical results on lower bounds on the number of clauses
and ways for problem decomposition. This was achieved by exploiting the properties
of a special graph which can be easily constructed from the input data.

For the monotone Boolean function case the main issue is that when inference is based
in Hansel chains, then the target function can be inferred with a small number 9f
membership inquires. Moreover, algorithms which use Hansel chains are optimal (i
the sense of the Shannon function).
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